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Abstract

The ability to enter text on phones is crucial for utilizing the Short Message Service (SMS) of digital cellular networks. Standard 12-Button phone keypads are not naturally suited for text entry as each button on them encodes 3 or 4 letters. This thesis presents a new technique, Less-Tap, to enter text on a mobile phone keypad. The new method is similar to the traditional Multitap method in that it requires the user to press buttons repeatedly to get a required letter. However, in Less-Tap, the letters are rearranged within each button according to their frequency in the language. This way, the most common letters require only one key press. A user study was conducted to compare Less-Tap against Multitap. It shows that the proposed method is significantly faster than the traditional one.

The thesis also presents a new model for predicting text entry speed on 12-button mobile phone keypads. The model is of special interest as it can predict the performance of novice users. Like other models for text entry, the proposed model includes a movement component based on Fitts’ law and a linguistic component based on letter digraph probabilities. It adds a mental preparation time before key presses and considers the fact that multiple presses of the same key cannot be modelled accurately by Fitts’ law. Finally, the prediction of the model is compared to previously published experimental results.
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Section 1

Introduction

1.1 Mobile text entry

Mobile computing is a rapidly developing field. A wide variety of mobile devices are available on the market today – ranging from mobile phones and small hand-held personal digital assistants (PDA’s) with rather limited processing capabilities to high-end notebook computers. In addition, a number of wireless network technologies have been introduced in recent years (GPRS\(^1\), 1xRTT\(^2\), Bluetooth\(^3\), 802.11\(^4\)) that enable different kinds of connectivity between the devices. The demand for the input of text or alphanumerical information will become even stronger as accessing the Internet from a mobile device becomes more common.

Most new mobile phones include the capability to send and receive short text messages. Many people use it, and, in fact, during the last decade there has been a phenomenal growth of the number of text messages sent. According to the GSM World Association [gsmworld], in the year 2002, more than 24 billion messages were transmitted each

---

\(^1\) GPRS (General Packet Radio Service) is a data extension of the GSM cellular technology that allows mobile phones to be used for sending and receiving data over an Internet Protocol (IP)-based network.

\(^2\) 1xRTT is a data extension of the CDMA technology – a standard for mobile telephony used in North America and in many parts of Asia.

\(^3\) Bluetooth is a technology to establish a low-cost short-range radio link.

\(^4\) IEEE 802.11x is a set of technologies that allow building wireless local area networks.
month through GSM\textsuperscript{5} networks only. This is remarkable, given that entering text on a phone keypad is not easy, for there are significantly fewer buttons on a phone keypad than there are letters in a language.

The numbers for text messaging are more modest in North America at the moment. Nevertheless, with different carriers unifying their previously incompatible networks, most of the barriers towards the use of text messaging have recently been removed, and in the near future sending text messages on this continent will probably become as common as in Europe and Asia.

This thesis concentrates on text entry on mobile phones using a 12-button keypad. It does not consider other alternatives such as pen-based input, miniature keyboards, and speech recognition. Pen-based input, which is commonly used in PDA’s and in some phones with a PDA function, is very difficult to use with one hand. Miniature keyboards (see section 2.1.4.6) tend to significantly increase the size of the devices. Speech recognition, while often viewed as the ultimate goal for text entry evolution, has not yet reached the level where it can be considered practical.

\subsection*{1.2 Modelling}

As the major difficulty in using short text messaging is the text entry on a telephone keypad, various text entry techniques for phones have been and continue to be developed.

\textsuperscript{5} GSM stands for “Global System for Mobile Communication” (originally, Groupe Spéciale Mobile). This is the most widely used standard for wireless phone communication, which accounts for over 70\% of the world market.
Designing new text entry methods for computing systems is usually labour intensive: one typically needs to build a prototype device and to conduct user studies. That leads us to the idea to create a model that could predict the average performance of a newly devised method as accurately as possible without the need to do either of those abovementioned time-consuming tasks.

A major deficiency of previously presented models for text entry is that they concentrate on predicting expert level performance. However, it is commonly known that very few people who use a technique ever become experts, as most people do not use the phone frequently enough to become experts. An attempt has been made to estimate novice performance by assuming that novices visually scan the keyboard before each press. The Hick-Hyman law\textsuperscript{6} was used to predict the time for that visual scan [Soukoreff 2002]. However, my own observations of actual novice users indicate that after a short while the users learn the layout and stop or greatly reduce visual scanning behavior. Soukoreff admits that the model does a poor job of modeling novice stylus typing rates on a soft-keyboard [Soukoreff 2002].

---

\textsuperscript{6} The Hick-Hyman law uses information theory to quantify the reaction time to stimulus events. The reaction time can be expressed by the equation $RT = a + bH$ where $H$ is the information content of the stimulus. Mathematically, $H$ can be expressed as the logarithm (base 2) of the multiplicative inverse of the probability of the stimulus, or, loosely speaking, the logarithm of the number of choices [Hick 1952].
1.3 Thesis outline

Section 2 of this thesis will introduce a new text entry technique for mobile phones, which has better average performance compared to Multitap\(^7\), is simple to implement and allows entry of arbitrary words. The chapter also presents the results of an experimental evaluation of the technique. Section 3 presents a new model for text entry, which can predict text entry speed for novice users. Furthermore, I analyze the new model with respect to some existing models. Finally, Section 4 discusses conclusions and future work.

\(^7\) Multitap is the most commonly used technique for text entry in phones. In order to enter a letter with it, a user presses a corresponding key repeatedly until the letter appears (e.g. press ‘2’ once to enter ‘a’, twice for ‘b’ and so on). See section 2.1.4.1 for details.
Section 2

Less-tap

In this chapter, Less-Tap, a novel text entry method for 12-button keypads, is presented. The traditional touch-tone phone keypad is ambiguous for text input because each button encodes 3 or 4 letters. In Multitap, the letters are arranged alphabetically within each button. Similar to the conventional Multitap method, the new method requires the user to press buttons repeatedly to enter a required letter. In Less-Tap, letters are arranged according to their frequency within each button. This way, the most common letters require only one key press.

2.1 Introduction

2.1.1 Mobile Phone Keypad

The traditional 12-button keypad consists of ten number keys and two additional symbols: * and # (Figure 1). The letters are assigned to the keys in alphabetical order. Although there are some variations (see [DialABC] for details), most keypads adhere to the ITU E.161, also known as ANSI T1.703-1995/1999 or ISO/IEC 9995-8:1994, standard.
2.1.2 Mnemonic Numbers

The presence of letters on numeric keys is often used to create mnemonic representations of telephone numbers (e.g. 310-BELL for 310-2355 or 1-800-5NUMBER for 1-800-568-6237). Consequently, it is a good idea to maintain the current assignment of letters to keys. However, it is not crucial to maintain the order of letters on each key.

2.1.3 Eyes-free Input

A typical text entry task usually has two visual foci of attention (FOA), because the user attends to both the keypad and the display. With practice, the users will memorize the keypad layout and will be able to press buttons without looking at the keypad, thereby removing one FOA. Removing the second FOA is difficult if the text input method includes any kind of disambiguation (e.g., T9, LetterWise, or WordWise – see next section), as it requires the user’s attention to monitor the outcome of keystrokes.
Nevertheless, with approaches that are deterministic (e.g. Multitap, two-key methods), it is possible to remove that remaining FOA and, thus make the text-entry task completely eyes-free for experienced users.

The only problem introduced by removing all foci of attention will be the inability to monitor entry errors. However, as the number of entry errors tends to decrease with practice, that may not be a big concern for experienced users (it is assumed that the natural redundancy of the language can compensate for some entry errors anyways).

The reduction of visual attention required for text entry is very useful in certain situations such as working in confined environments, experiencing bad lighting conditions, exposure to excessive vibration, wearable computing, etc.

2.1.4 Existing Approaches

In this subsection, a brief description of the existing techniques for text entry for phone keypads will be given.

2.1.4.1 Multitap

Most phones offer Multitap as the standard choice for text entry. In order to enter a letter with Multitap, a user presses a corresponding key repeatedly until the letter appears (e.g. press ‘4’ three times to enter ‘i’, ‘7’ four times to enter ‘s’). A notable difficulty with Multitap is the entry of consecutive letters that appear on the same key (segmentation). There are two ways to deal with this situation. One alternative is to use a timeout after which the system advances to the next letter. Another alternative is to advance the cursor
with a dedicated key. The first approach requires fewer keystrokes; the second tends to be faster for expert users, even though the number of key presses is greater [MacKenzie et al. 2001].

2.1.4.2 Two-key Input

As the name implies, two key presses are required for each letter. The first press selects the group of letters (e.g. ‘4’ selects GHI). The second press then selects the letter from the group (e.g. ‘2’ selects ‘h’). In this approach there is no issue of segmentation. Notable difficulties in this system are how to enter punctuation (the number of commonly used punctuation symbols is significantly greater than three or four) and special characters, as the user has to be able to see all the characters mapped to each key to be able to decide which key is to be pressed as the second one.

Another interesting two-key approach, MessageEase (Figure 2) is described in Nesbat [2001]. It works as follows:

To enter most frequent 9 letters (E, T, A, O, N, I, R, S, or H): double click a key

(e.g., to enter A, double click key 1)

To enter less frequent 8 letters (U, P, B, J, D, G, C, or Q): (from key 5)

Click 2 keys: key 5 then the key in the direction of the letter

(e.g. to enter U, click key 5, then key 2)

To enter least frequent 8 letters (V, L, X, M, F, W, Y, or K): (to key 5)

Click 2 keys: Its key, then key 5

(e.g. to enter V, click key 1, then key 5)
The biggest difficulty with *MessagEase* is that it uses a non-standard layout.

Both two-key methods are not much faster than *Multitap* [Silfverberg et al. 2000].

*Multitap* and the abovementioned two-key entry methods support *eyes-free input* – the ability to enter text without having to visually verify the result – for users who have had an opportunity to memorize the layout of the keypad.

### 2.1.4.3 Dictionary-based Disambiguation

There are several text entry methods that use a disambiguation based on a dictionary: *T9* from Tegic Communications, *iTap* from Motorola, *eZitext* from Zi Corp. All of them act very similarly – the user presses each key only once. Either during the entry, or after the SPACE key is pressed, the system tries to match all possible interpretations of the entered
key sequence to the words that are contained in the dictionary. The most probable word is the default choice offered. If it is not the word intended by the user, he or she has to press a special key (NEXT key) until the intended word appears.

This class of systems fails if the word is not in the dictionary or is misspelled. In such cases, the user will have to either use a sequence of backspaces to correct the error, or re-enter the word from the beginning using another technique, usually Multitap. Kober et al. mention that if the commonly used assumptions about T9, such as no input errors, are removed, T9’s performance degrades significantly [Kober et al. 2001].

There are additional indications that the actual process of entering text using dictionary based methods is somewhat distracting [Gutovitz 2003]. The main complaints are about the unpredictable nature of the system’s response to the entry of non-dictionary words. Also, since the user doesn’t know if the letters that are shown to him or her on the screen during the entry will ever be ‘magically’ converted to the intended word, this approach has a relatively high cognitive load, as the user needs to visually verify the result. Finally, eyes-free input is impossible with this class of techniques.

2.1.4.4 Dictionary-based Disambiguation with Chording

*WordWise™*, a method developed by Eatoni Ergonomics, attempts to reduce the drawbacks of the classic word disambiguation by allowing entering one of the letters from each key (‘c’, ‘e’, ‘h’, ‘l’, ‘n’, ‘s’, ‘t’, and ‘y’) unambiguously through the use of an auxiliary key. For example, there are three letters on the button 2. Pressing the button by itself means a user wishes to enter ‘a’ or ‘b’, while pressing it while holding the auxiliary
key will always enter ‘c’. This reduces the amount of processing that the system has to do and also makes the system more resistant to entry errors [Eatoni]. Some of the words (such as “the” and “then’) can be entered unambiguously, which makes it unnecessary to store them in a dictionary.

However, many of the problems of the dictionary-based disambiguation methods, including the issue of non-dictionary words that must be entered with Multitap and the impossibility of the eyes-free input, still exist. As well, another problem is introduced – the requirement to enter “chords”, as opposed to single keystrokes, which can potentially slow the users down and which makes the one-handed use of the devices much more difficult.

2.1.4.5 Prefix-based Disambiguation

The only known system that uses a prefix-based disambiguation is LetterWise™, also by Eatoni Ergonomics. It has been analysed in a longitudinal study [MacKenzie et al. 2001]. The technique works by guessing the most probable next letter based on what the user entered as the beginning of the word – up to three consecutive letters are analyzed in their published implementation. LetterWise was designed to avoid the drawbacks associated with the systems mentioned before. Since it uses a database of prefixes (prefix is the sequence of letters preceding the current keystroke) instead of words, the technique does not fail when a user attempts to enter non-dictionary words. To deal with the case when the letter that initially appears is not the desired one, the system employs a NEXT key, as an alternative to multiple key presses.
MacKenzie et al. report a 36.6% increase of entry speed for LetterWise (relative to Multitap) after 10 hours of use [MacKenzie et al. 2001].

Like dictionary-based disambiguation methods, LetterWise forces users to pay close attention to the screen while entering text, to verify that the prediction of the system matches the users intention. Therefore, eyes-free input is not possible.

2.1.4.6 Miniature QWERTY Keyboards

The next two approaches use keypads different from the standard 12-button phone keypads and are described here only to give an overview of other text entry alternatives. They will not be considered further in this thesis.

While the miniature keyboards seem to be a natural choice for text entry, their use in mobile phones is limited, mainly due to their size and the inability to touch type. Also, the single-handed performance for miniature QWERTY keyboards is significantly lower than double-handed performance.
2.1.4.7 Fastap

Fastap is described in Levy [2002]. This method uses more than 12 buttons. Each letter has a dedicated small button, and the button for space is double-sized. The buttons are arranged in a 4-by-7 grid (28 ‘nodes’ and 18 ‘cells’, Figure 4 left) or some other similar configuration (Figure 4 right) and the letters are assigned to the buttons sequentially, in alphabetical order. To enter a letter, the user simply presses the corresponding key; to
enter a number or a special symbol, he or she simultaneously presses two buttons located at the opposite corners of some cell of the grid (this is possible if one centres a finger or a thumb between the buttons) – a method the authors call “passive chording”.

![Fastap keypads](image)

**Figure 4: Fastap keypads**

Each letter requires only one press, just like a QWERTY keyboard and many characters are easily accessible.

I am not aware of the author’s conducting a user study to compare the actual performance of their method against other alternatives.

2.1.5 Keystrokes per Character (KSPC) Metric

Keystrokes per character (KSPC) is a useful metric for comparisons between two text-entry methods [MacKenzie 2002]. For simplicity, the following discussion will be limited only to lowercase letters and will ignore capitals and special symbols. In this case, KSPC
value is equal to one for a standard QWERTY keyboard since there is a dedicated key for each letter. Given a text-entry method and a language corpus, it is straightforward to compute a KSPC value for that method by dividing the number of key presses required by the number of characters in the corpus.

KSPC values for other methods are 1.1500 for LetterWise, 1.0072 for T9, and 2.0342 for Multitap with the use of a timeout kill key [MacKenzie et al. 2001].

It should be noted, however, that the KSPC is not the only parameter affecting the speed of the input. For example, if the layout is unfamiliar and/or confusing, the speed with which the keystrokes are performed will be significantly lower thus affecting the final text entry speed. This will be further investigated later on.

2.2 Less-Tap

2.2.1 Motivation

The motivation behind the design of Less-Tap was a text entry technique for mobile phones that would be easy to use, easy to learn, easy to implement, yet still be compatible with a standard keypad layout. Obviously, to be of any use, the technique would have to be faster than Multitap.

2.2.1.1 Non-dictionary Words and International Users

One interesting fact is that the language commonly used in short text messaging is often quite different from the language that is used to write books [MacKenzie et al. 2001].
This poses a major problem for dictionary-based disambiguation methods, as they limit
the user to contents of a dictionary, more precisely to the dictionary built into the device.
Words outside the dictionary can be handled only by switching dictionaries or by using
Multitap, for example. Another issue is the fact that ethnic minorities in many countries
often want to communicate between themselves in their language, which may not be
supported by the devices that they can buy. Similarly, there are some nations in the world
whose population may be too small to warrant localization of some particular
communication device. One of the examples of small nations is Iceland, with a
population of just several hundred thousand.

In these last two cases, Multitap is currently the only option for text entry. The technique
described here, Less-Tap, was designed to work best with English. However, it should
work well in the two situations described above, possibly with a small drop in
performance (see section 2.2.3.2 for details). For fairness, it must be acknowledged that
LetterWise also deals well with words from languages that were not considered when
building its database.
2.2.2 Letter Frequencies in English

The arrangement of letters on the keys in Less-Tap depends entirely on letter frequencies in English. In this paper, the data was derived from the British National Corpus\textsuperscript{8} [BNC].

Figure 5 below shows the computed frequencies.

![Figure 5: Letter frequencies in English](image)

2.2.3 Less-Tap: a New Technique for Text Entry on Keypads

*Less-tap* differs from *Multitap* in the order in which the letters appear upon pressing a key. The objective was to allow the entry of the most frequent letter on each key with one

\textsuperscript{8} It is important to note that the British National Corpus is not necessarily the best choice for a corpus here. Ideally, a corpus of short text messages (SMS) should be used. However, there is currently (May 2003) no publicly available corpus of SMS messages and it is unclear how well SMS corresponds to other sources such as ICQ (internet chat). Consequently, I decided to use the British National Corpus, as it allows for comparisons with other studies.
keystroke, the second most frequent letter with two keystrokes and so on. After using the data on letter frequencies (Figure 5) the following solution was obtained (see Figure 6).

![Figure 6: Less-Tap Layout.](image)

By keeping the letters on the same keys, it is ensured that the keypad remains compliant with keypad standards and that the mnemonic numbers can still be entered.

2.2.3.1 KSPC and Distribution of Key Strokes

As mentioned earlier, the timeout kill key was not used in the user tests for this work. Without the timeout kill key, the computed value for KSPC is 1.9488 for Multitap and 1.4412 for Less-Tap. For Less-Tap with a timeout kill key the KSPC value is 1.5266 and 1.9488 for Multitap.

To further illustrate the effect of our re-arrangement of the letters, I also computed the distribution of the number of key presses required to enter the complete text of the British National Corpus.
As one can see from Figure 7, Less-Tap lets the user enter about two-thirds of all characters (65.4%) with a single key press. The number of double presses is similar to that of Multitap, but there are fewer triple and extremely few (0.11%) quadruple key presses.

2.2.3.2 Optimal letter arrangements in other languages

A short assessment of letter frequencies in some other Latin alphabet-based languages was conducted [Pommerening 2003, TrinColl 2002, UND 2000]. Figure 8 illustrates the relative frequencies of letters in some commonly used languages. Note however, that in general the amount of text sampled was much smaller than the British National Corpus.
Figure 8: Letter frequencies in different languages

Even though Less-Tap was designed with English in mind, it is almost optimal for other common languages as well. Table 1 below summarizes the changes that one should make to make the layout optimal for a given language. In general, the ordering changes on one or two buttons at most. In some cases, the impact of those changes will be barely noticeable (e.g. G and H have comparable low probabilities in both Spanish and Italian).
**Table 1: Possible changes to Less-Tap for other languages**

<table>
<thead>
<tr>
<th>Language</th>
<th>Changes</th>
</tr>
</thead>
<tbody>
<tr>
<td>Spanish</td>
<td>IHG → IGH</td>
</tr>
<tr>
<td>French</td>
<td>ONM → NOM</td>
</tr>
<tr>
<td>German</td>
<td>ONM → NOM, SRPQ → RSPQ</td>
</tr>
<tr>
<td>Italian</td>
<td>IHG → IGH, SRPQ → RSPQ</td>
</tr>
</tbody>
</table>

### 2.3 Evaluation of Less-Tap

So far, it has only been established that *Less-Tap* requires significantly fewer keystrokes per character in the ideal case – when no errors are made and the words entered are those from the British National Corpus. In this section an empirical evaluation of *Less-Tap* is presented which demonstrates how the technique performs in the real world. As in previous studies [MacKenzie et al. 2001], *Multitap* was used as a comparison point.

#### 2.3.1 Apparatus

**2.3.1.1 Hardware**

In this study, I used an actual Nokia 5190 handset. To implement the techniques, I connected the keypad of the mobile phone to the keyboard of a PC. Here I exploited the fact that both keyboards are based on a matrix layout, i.e. horizontal and vertical rows. I electrically connected the 4x4 grid of the Nokia keypad to a similar part of the PC keyboard (the region delimited by the keys ‘1’, ‘4’, ‘v’, and ‘z’) with a lightweight 8-wire
cable. In effect, each key press on the Nokia keypad entered a character into the PC. With this, I was able to maintain the form factor, weight, size, as well as the typical ‘feel’ of a mobile phone. The buttons were not re-labelled to reflect the different layouts of the letters. While re-labelling could increase the performance for the new method, it was decided to keep the hardware modifications of the phone to a minimum. The 5100-series models are relatively common which should make it easy to replicate this study. In the experiment, only the 12 standard keys as shown in Figure 1 were used.

Since displaying the characters on the LCD display of the (non-working) handset is hard to achieve for technical reasons, I chose to display the entered text on a Wacom LCD tablet. The advantage of using a tablet is that it allowed users to find quickly the most convenient position for their text entry sessions. For example, participants could hold the handset right in front of the slanted display beside the output window where the text that they were entering was displayed. Some participants chose to hold the handset on their laps or in the air.
2.3.1.2 Software

The software that was used in the experiment was written in Java and had been used previously for text entry experiments [MacKenzie et al. 2001]. It was modified to interpret the characters entered on the phone keypad connected to the PC keyboard. Furthermore, the option to use either Multitap or Less-tap (referred to as Alternative Text Entry Method during the experiment) was added. Figure 10 shows the user interface.
The first text field shows the phrase to be entered and the second field shows the text that the user has entered so far. The software recorded all key presses and the times when they took place. Furthermore, the software did statistical calculations such as the time to enter a phrase, error rate, average WPM speed for the phrase, key repeat time and so on and displayed these values at the bottom of the window for control purposes.

The buttons that don’t have letters on them were assigned the following actions: ‘*’ – backspace, ‘1’ – end of phrase, ‘0’ and ‘#’ – both space.

The timer started with the first typed key for each phrase and stopped with the ‘1’ key so that the participants could rest between the phrases at their discretion. They were informed about this feature of the system.

As I was testing first time users, a timeout kill key was not provided in the design. This decision is based on indications that the use of a timeout kill key has a noticeable advantage only for expert users [Silfverberg et al. 2000]. The timeout was set to 1.0 s. The text cursor in the software changes from block (‘overwrite’) to line (‘insert’).
depending on whether the timeout had expired or not. In Multitap and Less-Tap, pressing the same button within the timeout changes the last letter entered.

I also used a second version of the program in order to test my technique in “eyes-free” mode. In that version, the second text field as in Figure 10 was completely blanked out (even the cursor was not visible).

2.3.1.3 Set of Phrases

The set of phrases was the same as the one used in the test of LetterWise and is representative of English [MacKenzie et al. 2001]. It was later published in [MacKenzie et al. 2003]. The phrases to be entered were chosen randomly from this file.

2.3.1.4 Text copy tasks versus text creation tasks

An important decision in text entry evaluations is whether to use text copy tasks or text creation tasks. In a text copy task, the participant is given text to enter using the input technique under investigation. In a creation task, the source text is either memorized or generated by the subject.

The main advantage of a text creation task is that it imitates typical usage. However, it has many disadvantages [MacKenzie et al. 2002]:

- The first one is identifying errors – it is difficult to know exactly what a subject intended to enter if the subject is generating the text.

- A second is the loss of control over the distribution of letters and words entered.

  The task should require the subject to enter a representative number of
occurrences of characters or words in the language (in order for the results to be
generalizable). Yet, it is not possible to control this if the subject is generating the
text.

- A third is the measurement of text entry speed. Measurements will include the
time invested in pondering – thinking about what to write. It is difficult to
separate this from the effort of actually entering the text.

The disadvantages just cited are significant and are the reason that most researchers
prefer text copy tasks and the rationale for me to do the same.

2.3.2 Participants

There were 12 participants in the test who were recruited through advertisements posted
on the university campus. A pilot study indicated that this number might be needed to
achieve the statistical significance and other studies in the literature have used similar
numbers. Three participants were female, one was left-handed, and three were frequent
users of text messaging. The ages ranged from 19 to 39 with the mean of 24.3. All but
two had extensive computer experience (five years and more). One did not own a cell
phone. Three had reported using text messaging on the cell phone weekly or daily;
another three used it monthly. All participants were paid $20 upon completion of the user
study.
2.3.3 Procedure

Each participant was assigned three time slots, 30–40 minutes each, with short breaks between them. Each slot contained one session with each method, 20 phrases each. A within-subjects design was used and the order of entry methods was counterbalanced to compensate for learning effects\textsuperscript{9}.

2.3.3.1 Instructions

Before the test, the participants were given brief instruction as to their task, how the software worked, as well as which keypad buttons were doing what. They were told that they were free to hold the handset in any way they chose during the test. They were also given the freedom to adjust the position and the orientation of the LCD screen.

The participants were briefly instructed on how to enter text with \textit{Multitap}. For \textit{Less-tap}, it was also explained that the sequence in which the letters appeared on the screen for that system was different from that of \textit{Multitap}. Before each session, users were encouraged to enter a few phrases for practice and to help to transition from the previous technique to the next.

Two small paper sheets illustrating the letter layout for both methods were available (similar to Figure 6). These sheets were normally placed at the bottom-left corner of the screen.
2.3.3.2 Treatment of Errors

As to errors, the participants were told to pretend that they were typing a message to their friend so that one or two typos per phrase were OK. In other words, I did not force the participants to enter the phrases completely error-free. They were told that the errors could be corrected via a backspace (’*’) button. Also, if they pressed a correct key but a wrong number of times, they could continue pressing it until the intended letter appeared for the second (or third) time.

There were occasional “uncorrectable” errors when users pressed the “end of phrase” button in the middle of the phrase. In those cases, the participants were told “not to panic” and were simply asked to enter some additional phrases at the end of the session.

2.3.3.3 Eyes-free sessions

In their third session, the participants were asked to enter the phrases without visual feedback (they could see the text that they had to enter but they were not able to observe the progress). They were also asked to try not to look at the button assignment sheet and the buttons themselves.

---

9 Within-subjects design, as opposed to between-subjects design, means that each participant tested both methods. Counterbalancing is used in within-subjects designs to control learning effects. E.g., in this study, half of the participants tested the techniques in sequence AB-AB-AB while the other half did BA-BA-BA.
2.3.4 Results

2.3.4.1 Entry Speed

Overall, the mean entry rate was 7.15 wpm ($\sigma = 0.18$) for Multitap and 7.82 wpm ($\sigma = 0.18$) for Less-Tap. In other words, Less-tap was faster by 9.5%. The main effect for entry method was statistically significant$^{10}$ ($F_{1,11} = 7.32$, $p < 0.05$). Figure 11 demonstrates the entry speed in words per minute for different sessions.

![Figure 11: Entry speed (wpm) by entry method and session.](image)

---

$^{10}$ The F-number is defined as the ratio of the variances between and within groups: $F = \frac{\sigma^2_{between}}{\sigma^2_{within}}$. The indices indicate the number of degrees of freedom between and within groups respectively. The $p$-number can be interpreted as the probability of the distributions being statistically similar. The difference between the distributions is considered to be statistically significant if $p < 0.05$. 
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2.3.4.2 Error Rate

Over all sessions, the difference in error rate was not statistically significant between *Multitap* and *Less-Tap* (Error Rate = 0.73 resp. 0.74, \( \sigma = 0.095 \), \( F_{1,11} = 4.66, p > 0.05 \)). However, the difference was significant for the eyes-free session (Error Rate = 6.66 resp. 3.97, \( \sigma = 0.86 \), \( F_{1,11} = 4.91, p < 0.05 \)). Figure 12 shows the graphs for error rate for each session.

![Figure 12: Error rate vs. entry method and session.](image)

2.3.4.3 Errors: Unnecessary Key Presses

To analyze the errors further, I computed the number of unnecessary key presses. This type of error occurs when the user presses a key too often. Then they have to press them a few more times to get the intended character. While it was possible to correct those errors with the backspace button, almost all users preferred to continue pressing the same button.
thus going for another round (e.g. the letter ‘a’ can be entered by pressing the button ‘2’ one, four, seven or more times).

The data for the following figure were obtained by analyzing the key press log data. The absolute number of unnecessary key presses was about the same for both methods. What differed was the distribution of the errors among different types of key presses (single, double etc.). To illustrate this, I computed the percentage of extra key presses in the total number of key presses of each type. The resulting graph is shown in Figure 13. For example, if 2700 key presses were required to enter all letters that need two key presses each, and 3000 were actually performed, than the percentage of extra presses would be 10%.

![Graph showing the portion of extra key presses vs. total key presses for different key press counts.](image)

Figure 13: Number of extra key presses vs. total number of key presses of that type.

The graph shows that the number of errors is significantly greater for single key presses in Less-Tap. I have no real good explanation for this, but it is likely to be related to the
distribution of the types of key presses in both systems (Figure 7 on page 19). It could be possible that users expect to make at least two button presses for each letter (which is reasonable, considering that most buttons contain three letters and that the average number of keystrokes per character in Multitap is close to two). Yet, as most of the letters in the new system require only one press, such strategy would cause frequent “overshoots”. Similarly, as letters that require triple and quadruple keystrokes are very rare in Less-Tap (less than 10%), users would tend to pay more attention to entering these letters in Less-Tap, thereby reducing the number of mistakes that they make when entering such letters.

2.3.4.4 Key Repeat Rate

The key repeat rate, i.e. how fast keys were hit, was lower for Less-Tap (1.04 vs. 1.27 keystrokes per second). The main effect for entry method was statistically significant (KSPS = 1.27 resp. 1.04, $\sigma = 0.022$, $F_{1,11} = 53.97$, $p < 0.05$). Figure 14 shows the graphs by session.
As far as I can determine it, the fact that Less-Tap always had fewer keystrokes per second (KSPS) than Multitap can be attributed to different amount of cognitive load involved in the two techniques. Section 3 is dedicated to the analysis of this issue.

2.3.4.5 Keystrokes per Character

The difference in the observed number of keystrokes per character was highly significant between methods (KSPC = 2.15 resp. 1.62, $\sigma=0.020$, $F_{1,11} = 332.74$, $p<0.001$).
<table>
<thead>
<tr>
<th>Session</th>
<th>Multitap</th>
<th>Less-Tap</th>
</tr>
</thead>
<tbody>
<tr>
<td>1</td>
<td>2.1904</td>
<td>1.6254</td>
</tr>
<tr>
<td>2</td>
<td>2.1927</td>
<td>1.6808</td>
</tr>
<tr>
<td>3 (eyes-free)</td>
<td>2.0728</td>
<td>1.5660</td>
</tr>
<tr>
<td>All</td>
<td>2.1505</td>
<td>1.6215</td>
</tr>
<tr>
<td>Predicted (see section 2.1.5)</td>
<td>1.9488</td>
<td>1.4412</td>
</tr>
</tbody>
</table>

Table 2: KSPC data by session

For both methods, the values were 10–15% greater than those predicted. This increase is caused partially by the unnecessary key presses, as discussed in section 2.3.4.3, as well as by use of wrong keys or the backspace key. Overall, Multitap required about 33% more keystrokes, which (almost) matches the prediction (35%).

2.3.4.6 Subjective Responses of Participants

After the test, the users were asked to fill out a short questionnaire that contained several questions that were rated on a seven-point Likert scale\textsuperscript{11} (from −3 to +3). For example, the choices for perceived speed were ‘much faster’, ‘faster’, ‘slightly faster’, ‘no difference’, ‘slightly slower’, ‘slower’, and ‘much slower’.

\textsuperscript{11} In 1932, Renis Likert invented a measurement method, called the Likert Scales, designed for use in attitude surveys [Likert 1932]. Such scales allow answers that range from “strongly disagree” to “strongly agree” and are considered the standard for questionnaires in human-computer interaction research.
Summarizing the responses, in comparison to Multitap users felt that the new system was:

- faster (average score +1.6)
- slightly easier to use (+1.3)
- slightly less tiring (+1.2)
- slightly easier to learn (+0.9)
- somewhat preferred, in that they wanted Less-Tap as a permanent replacement of Multitap in their phone (+1.3).

Most participants commented that they would prefer Less-Tap more if the buttons were re-labelled to reflect the changed ordering. The results of the subjective responses are not statistically significant.

2.3.5 Discussion of the results

2.3.5.1 Entry Speed vs. Sessions

It can be seen that speed improves as time using the new system increases; both from the improvement of key repeat time (Figure 14) as well as the improvement of text entry speed in WPM (Figure 11).

One important factor here is that different people get tired at different times. While some can perform a repetitive task for hours, others get bored after 20 minutes. In the experiment, I asked participants to work in one-hour slots. The analysis of the log files
indicated that by the end of their respective time slot, speed dropped for some of the users.

2.3.5.2 Why is the Improvement Lower than Predicted?

Since the predicted difference in KSPC values between Multitap and Less-Tap is 35.2%, the question arises as to why the improvement to the text entry speed is only 9.5%?

The speed of text entry as measured in words per minute can be decomposed into the speed with which the key presses are made, known as a key repeat rate (in keystrokes per second), and the average number of keystrokes required to enter characters. In this thesis, ‘word’ is defined to have five characters on average; a convention commonly used in the literature on text entry methods.

The results above showed that the discrepancy between the actual and predicted values for KSPC is similar for both techniques. As I can observe from Figure 14, the key repeat rate is significantly lower for Multitap than it is for Less-Tap. It took on average about 20% longer to perform a button press in Less-Tap. I hypothesize that the difference is due to the way the cognitive load is distributed between different key presses in the two techniques (for example, in the case of a triple key press, the first press will be preceded by a significantly longer delay than the other two). This will be analyzed in Section 3.

2.3.5.3 Cognitive Load

Cognitive load is usually described as the additional effort or concentration in keeping track of several things (such as positions of letters on keys) at a time [Conklin 1987]. In
the experiments above, the cognitive load is interpreted as the additional time that precedes the keystrokes.

While it was expected that Less-Tap would be about as easy to learn as Multitap, there may have been some differences which caused the users to be slower in learning or using Less-Tap (even though they thought the opposite and actually showed higher entry rates). Initially, before the work described in Section 3 was done, these differences were attributed solely to additional mental processing required by Less-Tap, as it was thought that Less-Tap was more complex and harder to learn due to the non-alphabetical arrangement of letters. Yet, considering that, overall, participants found Less-Tap “easier to use” and to be “slightly less tiring”, it may be concluded that the increased cognitive load in Less-Tap caused less fatigue than more button presses in Multitap.

Finally, it should be noted that the speed at which key presses were made was significantly lower than theoretically predicted (see [Silfverberg et al. 2000], for example) – in both systems. Thus, it is likely that, with further training, the advantage of Less-Tap over Multitap will increase, as the amount of cognitive load tends to diminish with practice.

2.3.5.4 Key Repeat Time for Less-Tap and that of LetterWise

It would be interesting to compare the findings mentioned above to those of alternative systems, notably, LetterWise [MacKenzie et al. 2001]. While there are no data that state a key repeat rate for LetterWise, there is a very detailed graph [MacKenzie et al. 2001, Figure 6) showing the entry speed in WPM by session for both Multitap and
*LetterWise.* The authors of that paper did a longitudinal study (10 hours with each system) and they used a desktop size keypad. I estimated from their graph the values for the third session (approx. 1.5 hrs into the test vs. 1 hr in our case). The values obtained were 9.1 and 10.5 WPM for *Multitap* and *LetterWise* respectively. That is, *LetterWise* is about 15% faster than *Multitap* after 1.5 hours of use. However, the difference is much larger in terms of KSPC: 2.03 vs. 1.15 respectively (about 77%). This means that, with *LetterWise*, it takes about 54% (1.77 / 1.15) longer to perform key presses than with *Multitap*. Since *Less-Tap* required only about 20% more time for each key press than *Multitap* (see Figure 14), I may conclude that the cognitive load of *Less-Tap* per key press is smaller than that of *LetterWise*. No similar data could be found on *T9*.

2.3.5.5 Presence of Two Distinct Groups of Users

When analyzing the results, it was discovered that there seemed to be two distinct groups of participants, each accounting for exactly half the participants. In one group, *Less-Tap* is much faster than *Multitap*, almost 20% ($\sigma = 5.2$), with high statistical significance (7.12 resp. 8.54 wpm, $\sigma = 0.11$, $F_{1.5} = 83.87$, $p < 0.001$). In the other group, the two methods were essentially the same in terms of entry speed (0%, $\sigma = 6.3$) and error rate (for entry speed, 7.17 resp. 7.11 wpm, $\sigma = 0.12$, $F_{1.5} = 0.13$, $p >> 0.05$). In the other group, three users performed slower with *Less-Tap* but for only one of them was the difference greater than 2%, and in that case it was caused by poor performance with *Less-Tap* during the “eyes-free” session. The difference between the groups in terms of the
improvement of the entry speed is statistically significant \( (F_{1.5} = 37.25, p < 0.001) \). Table 3 below shows the entry speed for each user.

From this, it can be speculated that some people can easily adapt to re-ordered letter sequences, while others find them significantly harder to memorize and take much longer to learn them. However, I believe that with more use eventually most people could learn the new system and benefit from it. A long-term study would be needed to analyze this further.

<table>
<thead>
<tr>
<th>User number</th>
<th>Speed in Multitap, wpm</th>
<th>Speed in Less-Tap, wpm</th>
<th>Improvement</th>
</tr>
</thead>
<tbody>
<tr>
<td><strong>Group 1</strong></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>6</td>
<td>7.65</td>
<td>6.88</td>
<td>−10%</td>
</tr>
<tr>
<td>9</td>
<td>6.28</td>
<td>6.15</td>
<td>−2%</td>
</tr>
<tr>
<td>1</td>
<td>9.90</td>
<td>9.71</td>
<td>−2%</td>
</tr>
<tr>
<td>8</td>
<td>7.01</td>
<td>6.98</td>
<td>0%</td>
</tr>
<tr>
<td>11</td>
<td>7.11</td>
<td>7.44</td>
<td>5%</td>
</tr>
<tr>
<td>4</td>
<td>5.06</td>
<td>5.48</td>
<td>8%</td>
</tr>
<tr>
<td><strong>Group 2</strong></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>7</td>
<td>8.77</td>
<td>10.08</td>
<td>15%</td>
</tr>
<tr>
<td>5</td>
<td>7.77</td>
<td>9.00</td>
<td>16%</td>
</tr>
<tr>
<td>3</td>
<td>6.06</td>
<td>7.10</td>
<td>17%</td>
</tr>
<tr>
<td>2</td>
<td>5.59</td>
<td>6.81</td>
<td>22%</td>
</tr>
<tr>
<td>12</td>
<td>7.35</td>
<td>8.97</td>
<td>22%</td>
</tr>
<tr>
<td>10</td>
<td>7.21</td>
<td>9.28</td>
<td>29%</td>
</tr>
</tbody>
</table>

Table 3: Speed and improvement for two groups
2.3.5.6 Performance in the Eyes-free Mode

It can be seen from the figures above that, in the eyes-free mode, Less-Tap performs no worse than Multitap. And, in fact, users make fewer errors with Less-Tap in eyes-free mode (Figure 12 on page 30). Of course, more practice is required in order for the error rate (approximately 4%) to drop to a level that is comparable to the error rates for text entry with visual feedback (less than 1%). Exploring the natural redundancy of the language would also help here.

2.3.5.7 Comparison with Other Techniques

There are several methods to enter text on the mobile phone keypad. The following table briefly summarizes the advantages and disadvantages of different techniques for 12-button keypads. As one can see, none of the techniques is ideal. A technique that is fast (such as T9) is very restrictive at the same time. Techniques that are not restrictive (Multitap and Less-Tap) require significantly more than one key press per character. Based on the table data, LetterWise looks like a good compromise between speed and unobtrusiveness. However, it does not allow eyes-free input. Note that the only weakness of Less-Tap with respect to Multitap is the non-alphabetical ordering of the letters on keys. Yet, it has been demonstrated that this was not an obstacle for users.
A new technique to enter text on mobile phone keypads, which requires 25% fewer keystrokes compared to Multitap, was presented. Unlike dictionary based methods, Less-Tap facilitates the entry of arbitrary words. Unlike LetterWise and T9®, Less-Tap allows entering text without having to visually verify the
result (eyes-free input), after some initial training. For English, \textit{Less-Tap} requires an average of 1.4412 keystrokes per character (vs. 1.9488 in \textit{Multitap}).

A user study to compare \textit{Less-Tap} against \textit{Multitap} was conducted. Each participant had three 20-minute sessions with each technique. The results of the user study show that for first-time users the new technique is on average more than 9.5\% faster.

\textit{Less-Tap} is very easy to implement, like \textit{Multitap}. 
Section 3

A Model for non-Expert Text Entry Speed on 12-Button Phone Keypads

3.1 Introduction

Various text entry techniques for phones have been developed. Designing new text entry methods for computing systems is usually labour intensive: one typically needs to build a prototype device and to conduct user studies. Thus, the existence of a model that would predict the performance of a new method as closely as possible without the need to do either of these time-consuming tasks is considered to be very valuable.

In this chapter, a new model for predicting text entry speed on a 12-button mobile phone keypad is presented. The model is designed to predict the performance of novice users. Like other models for text entry, the proposed model includes a movement component based on Fitts’ law and a linguistic component based on letter digraph probabilities. The contribution of the model is that it adds a mental preparation time before key presses and that it considers the fact that multiple presses of the same key cannot be modelled accurately by Fitts’ law. Finally, the prediction of the model is compared to previously published experimental results.
3.1.1 Existing models for text entry

At the time of writing, two models for text entry on a 12-button keypad were known. Both of them were designed to predict expert (or peak) text entry rates for various text entry methods.

3.1.1.1 Keystroke Level Model

The first model – a keystroke level model by Card et al. [Card et al. 1980; Card et al. 1983, Chapter 8] is one of the earliest predictive models for human-computer interfaces. This model is general and can be applied not only to text entry tasks but also to mouse pointing, drawing etc. The model predicts the task execution time by trying to account for times of different actions or events, such as key press, pointing to a target with a mouse, homing hands on a keyboard or a mouse, drawing a line with a mouse, mental preparation time (pause), system response time, etc.

A researcher who intends to use a model would use only the components that are relevant in the circumstances. Dunlop and Crossan have used this model to compare the theoretical speed of their text entry technique (a predictive method similar to T9) to that of Multitap [Dunlop et al. 2000]. They used the following factors in their modeling (taken from [Card et al. 1980] and based on human performance data):

\( T_k \) – The time to physically press a button. The value used was 0.28 s, which corresponds to “an average non-secretary typist” in the original model.

\( T_h \) – Homing time for the hand to move to the keyboard. This was fixed at 0.4 s.
$T_m$ – Mental preparation time for executing a physical action (1.35 s).

For Multitap, they assume that the time to enter a given phrase ($P$) involves a homing action followed by the entry of $w$ words. Each word contains $k_i$ key presses on average and $d$ delays. Average word length is assumed to be 5.98 characters, which was derived from their experimental text (newspaper articles), the average number of key presses per word is 11.85 and the average number of Multitap timeouts was computed at 0.49 per word. Therefore, the model for predicting Multitap speed is:

$$T(P) = T_h + w(k_i T_k + d T_m)$$

Predictive text input is assumed to have only one key press per character, so that the number of keystrokes per word, $k_p$ is equal to the average word length. Each word also requires $l$ presses of the end-of-word key, on average, to select the correct prediction (in the paper, $l = 1.03$). Then, the model for predictive input is:\footnote{I believe that the equation in [Dunlop and Crossan, 2000] is incorrect as it includes the time to press space twice: as a part of the word’s 5.98 characters and as a part of the final sequence, bringing the average number of key presses to about 7.02 per word rather than 6.02 mentioned in the paper. I corrected it by replacing the factor $k_p$ by $\text{(word length} - 1)$.}:

$$T(P) = T_h + w(k_p T_k + l(T_m + T_k))$$

In their paper, the model gave predictions of 14.9 and 17.6 words per minute (wpm) for Multitap and the predictive text entry method respectively. I recomputed the predictions
of the model considering that other models assume an average word length of 5 and the
issue mentioned in the footnote. The revised predictions appear in Table 5.

Major deficiencies of the model stem from the fact that it was not intended to be an
accurate and comprehensive model of text entry but merely as a tool to analyze human-
computer interaction in general. That model does not rely on Fitts’ law to determine the
movement time between keys and assumes that all key presses take an equal amount of
time; that is, it assumes that pressing the sequence of buttons 2-3-2 takes as much time as
2-9-2 and as much as 2-2-2. Also, the mental preparation component $T_m$ is assumed to be
the same before each key press, which may not be true for phone text entry methods that
require more than one press for certain letters.

3.1.1.2 Fitts’ Law Based Model

The second model was presented by Silfverberg et al. [Silfverberg et al. 2000] and is
largely based on the model of Soukoreff et al. for soft keyboards [Soukoreff et al. 1995].
It contains two parts: a movement model based on Fitts’ law [Fitts 1954] and a linguistic
model to determine the distributions of the key digraphs for the given corpus. Like the
previous model, this one assumes expert performance with no errors.

Fitts’ law (see section 3.2.1) is used to determine the time $MT$ to move from the previous
key to the current one.

$$MT = a + b \cdot ID$$
Constants $a$ and $b$ are determined empirically for a given device and the interaction method, and $ID$ is based on the relative positioning and sizes of the key pairs involved (in this model, $a = 176$ and $b = 64$ ms/bit for a thumb on a Nokia 5100 series).

A character generally can involve more than one key press. Therefore, a time to enter a character $CT$ is computed as follows:

$$CT = \Sigma MT_k$$

where $MT_k$ are the times for each movement required.

For Multitap with timeout, the character entry time is:

$$CT = MT_0 + N \cdot MT_{repeat} + [T_{timeout}]$$

$MT_0$ is the initial movement time, i.e. a time to move one’s finger from the first key of the digraph to the second.

$N$ is the number of key repetitions (e.g. 1 to enter ‘b’ with button 2).

$MT_{repeat}$ is the key-repetition time, an intercept $a$ of the Fitts’ law equation (as the index of difficulty is zero).

$T_{timeout}$ is included only if the current character is on the same key as the previous one (the value used in the paper is 1.5 s).
With T9, the assumption is made that a user would never need to cycle through the predicted words (perfect disambiguation). Consequently, the model states that each letter requires only one key press and makes the equation for T9 very simple:

\[ CT = MT_0 \]

A second component of the model is the 27-by-27 table of letter-pair frequencies \( P_{ij} \) in common English (space is the 27\(^{th}\) character). A different language would require a different matrix of frequencies.

Now, the two components can be combined to obtain the average character entry time for a language \( L \), in seconds:

\[ CT_L = \sum \sum (P_{ij} \cdot CT_{ij}) \]

where \( i \) and \( j \) range from 1 to 27 in our case.

This value can then be converted to the entry speed in words per minute as follows (assuming an average word size of 5 characters):

\[ WPM = (60/5) \cdot (1/CT_L) \]

The model predicts a text entry rate of 20.8 wpm for Multitap (without a timeout kill button) and 40.6 wpm for T9. Again, for the purposes of this thesis, I have recomputed
the numbers to reflect the fact that in my experiments I was using a timeout of 1 s instead of 1.5 s. The revised predictions appear in Table 5.

<table>
<thead>
<tr>
<th>Method</th>
<th>Model by Card et al.</th>
<th>Model by Silfverberg et al.</th>
</tr>
</thead>
<tbody>
<tr>
<td>Multitap</td>
<td>18.35</td>
<td>22.3</td>
</tr>
<tr>
<td>Less-Tap</td>
<td>23.47</td>
<td>26.8</td>
</tr>
<tr>
<td>T9</td>
<td>24.97</td>
<td>40.6</td>
</tr>
</tbody>
</table>

Table 5: Existing model predictions for text entry speed (wpm); revised numbers, see text

A thorough description of the models is beyond the scope of this thesis; interested readers are encouraged to refer to the original texts. Note that the two models give different predictions, especially for T9.

3.1.2 Published experimental results

3.1.2.1 Study of T9 vs. Multitap

An interesting observation comes from [James et al. 2001], where the authors evaluate T9 and Multitap in an experiment with both novice and expert users. The results that they obtained are presented in Table 6.
As one can see, the actual observed rates do not agree with either model (see Table 5). Also, in the same paper, the authors assert that the notion of an expert text message user is unrealistic due to the very nature of the task. The paper reports that a typical SMS user sends only about 20 messages per month – which seems to be consistent with what I was able to observe. As the messages themselves are short, there would hardly be an opportunity for the users to ever become experts!

### 3.1.2.2 Study of Multitap vs. Less-Tap

In my user study (see Section 2), I was able to observe an improvement of Less-Tap over Multitap ranging from 0% to around 20%, depending on the user, with the average being around 10%. While the range of improvement predicted by the models was reasonably consistent with the results that were experimentally obtained (the prediction of the first model was 28% and the prediction of the second model was 20%), the actual text entry speeds that I was able to observe were much lower than predicted. Please refer to Table 5 for comparison.

### Table 6: Mean entry speeds observed for novices and experts [James et al. 2001] (wpm)

<table>
<thead>
<tr>
<th>Method</th>
<th>Novice, all</th>
<th>Expert, all</th>
<th>Novice, chat only</th>
<th>Expert, chat only</th>
<th>Novice, newspaper only</th>
<th>Expert, newspaper only</th>
</tr>
</thead>
<tbody>
<tr>
<td>Multitap</td>
<td>7.98</td>
<td>7.93</td>
<td>10.37</td>
<td>10.53</td>
<td>5.59</td>
<td>5.33</td>
</tr>
<tr>
<td>T9</td>
<td>9.09</td>
<td>20.36</td>
<td>10.98</td>
<td>25.68</td>
<td>7.21</td>
<td>15.05</td>
</tr>
</tbody>
</table>
Table 7: Mean entry speeds observed [Pavlovych et al. 2003] (wpm)

<table>
<thead>
<tr>
<th>Method</th>
<th>Entry speed</th>
</tr>
</thead>
<tbody>
<tr>
<td>Multitap</td>
<td>7.15</td>
</tr>
<tr>
<td>Less-Tap</td>
<td>7.82</td>
</tr>
</tbody>
</table>

Trying to explain and to predict the observed discrepancies between previous models and the experiments has led me to the development of a new model.

3.2 New model for text entry on 12-button keypads

The model that will be described here can largely be viewed as an extension of the aforementioned model of Silfverberg et al. However, the new model is also applicable to non-expert users. This is a useful extension, since, as stated above, few people ever reach the expert level.

3.2.1 Fitts’ Law

Fitts’ model is an important component of my model. Fitts’ law [Fitts 1954] is a model for fast, aimed movements. It is expressed as:

$$MT = a + b \cdot \log_2(A/W + 1)$$

where $A$ is the amplitude of the movement (e.g. distance between buttons on a keypad), and $W$ is the width of a target (e.g. a button, in our case). The log term in the equation is also called the index of difficulty ($ID$) and is usually measured in bits:

$$MT = a + b \cdot ID$$
One of the limitations of the models that use only Fitts’ law to model the movement time is that they assume that the movements are only restricted by human motor abilities. We will see later that in some cases the movement time is only a fraction of the total time needed to perform a key press. Another limitation is that Fitts’ law does not work well for motions that have a small or zero ID (e.g. key repeats). I will discuss this in more detail later on.

The coefficients $a$ and $b$ are usually determined empirically for a given device (e.g. tablet, keypad) and the interaction style (e.g. pointing with a stylus, pointing with a finger, pressing with a thumb). Silfverberg et al. have determined the coefficients [Silfverberg et al. 2000] for the phone keypad identical to the one used in my experiments. The reported Fitts’ law parameters were $a = 176$ ms and $b = 64$ ms/bit (Nokia 5100 series, thumb entry).

In some cases, as when comparing methods in which the letters are assigned to the same keys (e.g. Multitap, T9, Less-Tap), the inter-key movement time will be the same and can be assumed to be constant, without any sacrifice to the accuracy of the comparison.

3.2.2 Time for various key presses

Figure 15 below shows the times the keystrokes of different types – single, double, triple, quadruple etc. – take. I used the key log data from my experiments mentioned in Section 2. Note that it was obtained mainly from people who were not regular users of mobile phone text messaging (i.e. most of the participants were novices).
The times were measured from the last repeat of a key to the first press of a different key. There were also cases where the key was pressed more than four times (e.g. when trying to correct entry errors) but those cases were relatively rare. For simplicity, the graph shows average times for multiple key presses over all key digraphs, over all users and over both Multitap and Less-Tap methods. While the times for double through octuple key presses fit a linear relation very well into a line ($R = 0.9975$), the difference between single and double keystrokes is noticeably larger. Also, note that the times are much greater than one would expect by considering Fitts’ law alone. This discrepancy will be discussed further on in the chapter.

![Graph showing time needed for multiple key presses](image)

Figure 15: Time needed for multiple key presses (for non-expert users)
3.2.3 Key repeat time

By looking at the equation for Fitts’ law, one would expect that the time to repeatedly press the same key would be equal to the coefficient $a$ in the equation. It has been doubted for some time and, in fact, experiments have proven that Fitts’ law should not be used blindly when the index of difficulty values are small [Soukoreff et al. 2002]. As an independent verification, I measured the key repeat time on a Nokia 5190 to be around 225 ms ($\sigma = 21$) (this value is later referred to as $T_{\text{repeat}}$). The number is an average computed over 10 people. Compare it to 176 ms as the $a$ coefficient in the Fitts’ law.

3.2.4 Mental overhead

Obviously, humans are not merely precise finite state machines that transform the intended text into a sequence of performed keystrokes at a speed limited only by the physical capabilities of one’s limbs. Humans make mistakes (e.g. in the text entry task they hit a key different from the intended). Humans become tired – each session in my experiments was about 20 minutes long and, for some users, I could observe a noticeable drop in performance by the end of their sessions. Humans tend to make pauses to verify the progress they have made so far – to convince themselves that they haven’t made an error already or that they will not make an error in their next step. These are factors that are possible to predict and quantify based on existing statistical data and to incorporate in a model. Some other factors are much harder to predict, for example, use of different strategies to perform the same task (e.g. in our case: focusing the visual attention on the
keypad, on the screen, or on the road). Such factors are not likely to be included in models due to their high variability.

From the key log data and my observations I identified the following time components, other than performing key presses:

1. Re-reading the phrase to be entered (most people prefer not to memorize the phrase they have to enter)

2. Figuring out which letter of which word has to be entered next (spelling out the word)

3. Determining which button should be pressed and how many times

4. Deciding if a second key press is required

5. If pressing a key more than twice, keep count of the number of presses made

6. [Verifying the result]

Of course, I cannot be 100% certain that the identified components are present for all users. However, I find it reasonable to believe that they are likely to be present in most, even in very experienced, users. Of course, there will be some common words, like “the”, “in”, “on”, which will be entered almost automatically. But other, more complex words will clearly require these components.

As it is hard to identify the components individually, since they directly follow one another, I will include only the combined times of several consecutive components (i.e. components 1, 2, 3, and 6 as the first, 4 as the second and 5 as the third coefficient) in my
model. The values of these coefficients are determined as differences between the average measured times to perform the keystrokes and the times that are predicted by Fitts’ model alone.

Based on the data collected for Multitap and Less-Tap in my experiments (Section 2), each initial keystroke is preceded by about 906 ms ($\sigma = 258$) of cognitive delay ($D_{init}$), computed as the average observed movement time minus the average time predicted by Fitts’ law. The first keystroke which falls onto the same key as the previous one is preceded by a 323 ms ($\sigma = 131$) delay ($D_{repeat}$), and each key repeat after that is preceded by about 125 ms ($\sigma = 143$) ($D_{count}$).

3.2.5 Time to enter a character (Movement Model)

From the above, I could derive the times required to enter a character using different text entry systems. I chose not to consider the Two-Key input method and some others that use non-standard keypads.

3.2.5.1 Multi-press Input Methods

Multi-press Input Methods include Multitap and Less-Tap. For these methods, the time to enter a character modeled as:

$$T_{char} = D_{init} + T_{Fitts} + N_1 \cdot (D_{repeat} + T_{repeat}) + N_2 \cdot (D_{count} + T_{repeat}) + T_{timeout}$$

$T_{Fitts}$ is the time needed to move the finger from the preceding key to the current key, as computed from the Fitts’ law equation. $N_1$ is the number of “second” presses (either present – one or absent – zero). $N_2$ is the number of key presses after the second press
(e.g. one for triple, two for quadruple etc.) $T_{\text{timeout}}$ is the time that the user will have to wait for if the current character is located on the same button as the previous one. In my experiments the timeout kill key was not used, but the model can be easily modified to account for that, if desired (the value for $T_{\text{timeout}}$ that I used was 1000 ms).

Obviously, with practice, the coefficients decrease in magnitude. I used the results for Multitap in [MacKenzie et al. 2001], where the authors analyzed Multitap and LetterWise in a longitudinal study (20 sessions, approximately 30 minutes each). Their study was different from the one described in Section 2 in that they used a large desktop-size numeric keypad. For simplicity and due to lack of the detailed data, I assumed that all three coefficients changed by the same relative amount. The following graph demonstrates my estimate and the power-law extrapolation for 20 more sessions. Please note that even at the 40$^{\text{th}}$ session, the delay is still almost 200 ms.

By varying the coefficient values, the model can be applied to model the performance of users of various levels of expertise. There is no single coefficient for “expertise” in the model, as the learning curves are different for different methods and depend on parameters such as complexity of the technique, complexity of the text that is entered, users’ previous experience etc.

Note that previous models also cannot completely account for various levels of expertise. The keystroke level model ([Card et al. 1980], section 3.1.1.1), can only model that motor performance improves (i.e. a $T_k$ coefficient) and assumes that the mental preparation time stays the same over time. However, [Card et al. 1983] contains a table of suggested values for $T_k$ for different levels of expertise and different tasks.
A model based on Fitts’ law [Silfverberg et al. 2000], section 3.1.1.2) applies only to expert users. In various ways, people have repeatedly suggested that changing the coefficients $a$ and $b$ in the Fitts’ law expression may be used to account for different levels of expertise. This approach, however, is fundamentally wrong, as Fitts’ law was designed and verified to predict only the motor performance of humans; it clearly does not apply to cognitive issues, such as learning and recalling associations of letters to keys.
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Figure 16: Coefficient $D_{init}$ as a function of time

3.2.5.2 Predictive Input Methods

Predictive Input Methods include $T9$, $iTap$ and several others. There are various possible strategies for such methods [James et al. 2001, MacKenzie et al. 2001, Silfverberg et al. 2000]. Several researchers mention that users often ignore the display until they finish
entering the word [James et al. 2001, MacKenzie et al. 2001]. Statistically, presses of the NEXT key account for less than 1% of the total number of key presses [MacKenzie 2002]. However, this does not mean that the users will not spend time verifying their input. Due to the difficulty of capturing this complex behavior of the users, I assume that that verification time is included in the time to prepare for the next key press ($D_{init}$) in my model. I do this, since it is likely that the time to verify a proper word is not much different from the time to verify a single character, as in multi-press input methods. For simplicity, I also assume that the disambiguation is perfect. Both simplifications will cause the model to overestimate the speed. However, I believe that the degree of the overestimation will be small.

Thus, the model for the time to enter a character with a predictive method will be:

$$T_{\text{char}} = D_{\text{init}} + T_{\text{Fitts}}$$

I did not have as much experimental data on predictive methods as I did for Multitap and Less-Tap, but I find it reasonable to suspect that the keystrokes in those systems will be preceded by roughly the same amounts of cognitive delay as in the latter systems.

3.2.6 Linguistic Model

A linguistic model contains information about the frequency of different letter-pairs (digraphs). Like the design described in Section 2, my model is based on the letter-pair data from the British National corpus. The model is represented by a $27 \times 27$ matrix, the 27 characters being 26 English letters and a SPACE symbol. Each cell $p_{ij}$ in the matrix is
the probability of the corresponding letter pair in the corpus so that the sum of all cells equals to one.

Although the model is based on English only, adapting it to another alphabet-based language is as easy as analyzing a corpus and filling a similar square matrix with the newly computed probabilities.

3.2.7 Combining the Models

Now, that we have both a movement time and a linguistic model, it is possible to combine them to obtain a model that predicts the text entry rate for a text entry system and a language:

\[ T_{\text{char_in_corpus}} = \sum \sum (p_{ij} \cdot T_{\text{char}_{ij}}) \]

where \( i \) and \( j \) range from 1 to 27 in our case (all possible letter pairs).

\( T_{\text{char_in_corpus}} \) is the average time to enter a character in the corpus using a selected text entry method, in seconds. \( T_{\text{char}_{ij}} \) is the average time to enter a character \( j \) after a character \( i \), as computed in section 3.2.5.

To convert this number to words per minute (using the common assumption of 5 characters per word), I use the following expression:

\[ WPM = \left( \frac{1}{T_{\text{char_in_corpus}}} \right) \left( \frac{60}{5} \right) \]
3.3 Verifying the Model

3.3.1 Model Predictions for Various Text Entry Methods

At this point, we can apply all the data mentioned previously to obtain the predictions of the new model. The computed results are in the following table:

<table>
<thead>
<tr>
<th>Technique</th>
<th>Speed (wpm)</th>
</tr>
</thead>
<tbody>
<tr>
<td>Multitap</td>
<td>6.97</td>
</tr>
<tr>
<td>Less-Tap</td>
<td>8.01</td>
</tr>
<tr>
<td>T9</td>
<td>10.07</td>
</tr>
</tbody>
</table>

Table 8: Predictions of the new model for various text entry methods

As mentioned previously, I used the Fitts’ law coefficients from [Silfverberg et al. 2000] (the ones for the thumb) since my experiments involved a telephone handset of the same series. In my experiments the timeout key strategy was not used, since it was a short-term study (approximately one hour per method) and almost all of the users were non-experts. Based on my observations, the timeout kill key would be of limited value to most of the casual users of text messaging; and it was also noticed that even experienced users did not find a short timeout (1000 ms in the mentioned experiments) uncomfortable.

The predictions show that Multitap is the slowest, Less-Tap is a bit faster (by 15%), and T9 is the fastest (26% faster than Less-Tap and 44% faster than Multitap). Note that the model is very generous towards T9 by assuming that there is never a need to press the
NEXT key – if the intended word is not the most probable. In that, it is also implied that all of the entered words are in a built-in dictionary.

3.3.2 Comparison with Experimental Data

For convenience, all relevant data is shown in Table 9. This table shows results for novices.

<table>
<thead>
<tr>
<th>Technique</th>
<th>New Model by Card et al.</th>
<th>Model by Silfverberg et al.</th>
<th>Results from Section 2</th>
</tr>
</thead>
<tbody>
<tr>
<td>Multitap</td>
<td>6.97</td>
<td>18.35</td>
<td>7.98</td>
</tr>
<tr>
<td>Less-Tap</td>
<td>8.01</td>
<td>23.47</td>
<td>7.82</td>
</tr>
<tr>
<td>T9</td>
<td>10.07</td>
<td>24.97</td>
<td>9.09</td>
</tr>
</tbody>
</table>

Table 9: Model predictions and experimental results for novices

In my experiments, the values obtained were 7.15 wpm for Multitap (2.6% more than predicted and 7.82 wpm for Less-Tap (2.4% less than predicted). The discrepancy here comes from the fact that in Less-Tap the key press rate was slightly lower (possibly due to presence of users who had some experience with Multitap and found Less-Tap to be interfering with their existing skills).

The study in [James et al. 2001] was slightly different as the authors of that paper had a relatively small set of phrases (8 phrases vs. 60). Thus, their numbers may be slightly larger due to less fatigue involved as well as due to some differences in the protocol (e.g. in my experiments, I did not ask the users to enter text “as fast as they could” which was
done mainly to reduce possible stress during long experiments). Yet, as one can see, the new model predicts the values observed in experiments much better. The only exception is the expert T9 users (see Table 6). It is also possible that the set of words in the tested sentences was favourable to T9.

In the paper [MacKenzie et al. 2001] the authors try to investigate the issue of text entry in the predictive systems a bit further. Interested readers are encouraged to refer to the original text. It is known that about 1% additional keystrokes are required for T9 [MacKenzie 2002, Silfverberg et al. 2000] but I could not determine the cognitive time preceding such relatively rare strokes.

### 3.4 Summary

In this chapter, a new model was presented that can predict the text entry speed on standard 12-button telephone keypads. The major difference between this model and the existing models is that it includes mental overhead in its predictions in addition to movement time, and thus can quite accurately predict the performance of non-expert, as well as expert users. The values computed by the model (7 wpm for Multitap, 8 wpm for Less-Tap, and 10 wpm for T9 for novice users) are reasonably consistent with those experimentally observed.

For T9, the model assumes perfect disambiguation since the analysis of the user-system interaction otherwise would be hard and extensive user tests would be required to gather enough key log data for the technique.
Section 4

Conclusions and Future Work

4.1 Conclusions

In this thesis, I presented a new technique and a new model for text entry on 12-button telephone keypads.

The technique is easy to implement in existing devices, does not depend on a dictionary, supports eyes-free input, and is able to easily handle entry of text in different languages that use Latin alphabet. Less-Tap is very similar to the traditional technique used in phones, which is believed to be a beneficial characteristic, for there are indications that many other techniques – possibly fast and efficient – have failed to gain popularity only because they were too radical (e.g. theoretically Dvorak is faster than Qwerty [Bigler 2003], but it never caught on).

It has also been demonstrated that introducing small inconsistencies into a system (such as changing the ordering of letters on keys) is easily accepted by users and can, in many cases, bring a noticeable improvement. Some of the advantages of the new technique (e.g. the ability to mix different languages in the same sentence) may never be important for some users. Yet, I believe that having a choice among various text entry techniques is a good thing. Besides, Less-Tap can easily co-exist with other techniques based on the standard keypad layout.
Although the technique was designed to be optimal for English, it is very close to optimal for other languages as well.

In the model presented in the second part of this thesis, I tried to combine all the knowledge presently known about text entry modeling.

Previous models of text entry focused on predicting peak text entry speeds. A major distinctive feature of the new model, however, is the ability to quite accurately predict the performance of novice users. This ability is achieved through exploring the fact that different kinds of button presses are preceded by different amounts of cognitive delay. Previous models were either placing the same amount of delay before each press [Card et al. 1983] or were ignoring the delay completely [Silfverberg et al 2001].

### 4.2 Future work

In this section, I will briefly explain how the work presented in this thesis can be extended.

#### 4.2.1 Non-phone uses for the model

Even though the model described in Chapter 3 applies to 12-button telephone keypads, there are some indications that it can be applied to other areas. For example, one can imagine entering capital letters on a QWERTY keyboard with a double key press, rather than through Shift or Caps Lock, as it is not common for a word to start with two
identical letters. Clearly, the approach used in the new model can also be used to model such technique.

4.2.2 Measuring cognitive load

It is clear that different text entry methods may place different cognitive load on a user. In my experiments, very little emphasis was placed on determining the amount of mental processing involved. There are several ways to accomplish that. One is to have the users fill out a questionnaire designed specifically to measure the task workload, such as the NASA TLX task workload sheet [Hart et al 1988]. Another could be to have them perform a simple secondary task, for example a reaction time task. Directly measuring the brain activity could be more accurate, but it tends to be rather complicated (mainly due to interference between technical equipment and medical equipment).

4.2.3 Further improvements to the model

It would be nice if there were a single parameter in the model, which would set the experience level. One of the ways to do that is by incorporating the power law of learning into the model – something attempted by Isokoski et al. [Isokoski et al. 2003].

The model described in this thesis was evaluated based on limited existing experimental data. In order to be able to evaluate the model more accurately, further empirical evaluations of the existing techniques would be useful, preferably comparing them to some common benchmark (such as Multiap, for example), and using the same corpus.
Multiple sessions would be necessary to take into account the learning effects shown in previous evaluations.

The research in the area of mobile input is by no means finished. During the last few years we saw an appearance of various mobile devices, such as phones, personal digital assistants (PDAs), MP3 music players, wristwatches running a PalmOS operating system etc. It is hard to tell what kind of devices we will encounter in the future. Yet, it is certain that there will be different types of devices that we cannot imagine at the moment. Some of these devices will require the development of completely new text entry techniques, which are adapted to the form factor and constraints of these devices. An adapted version of my model may then be useful to accurately predict the performance of the new text entry techniques on new devices.
Bibliography


30. [TrinColl 2002] Cryptology Resources, Trinity College, Hartford CT, 
   http://starbase.trincoll.edu/~crypto/resources/.

31. [UND 2000] The Crypto Drop Box, University of North Dakota, 
   http://www.und.edu/org/crypto/crypto/stattools/ICs.